**Find a country based on country code :**

**CountryController.java:**

package com.example.controller;

import com.example.entity.Country;

import com.example.service.CountryService;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.web.bind.annotation.\*;

import com.example.exception.CountryNotFoundException;

import java.util.List;

*@RestController*

*@RequestMapping*("/countries")

public class CountryController {

*@Autowired*

private CountryService service;

*@GetMapping*("/{code}")

public Country getCountry(*@PathVariable* String code) throws CountryNotFoundException {

return service.getCountryByCode(code);

}

*@PostMapping*

public Country addCountry(*@RequestBody* Country country) {

return service.addCountry(country);

}

*@PutMapping*

public Country updateCountry(*@RequestBody* Country country) {

return service.updateCountry(country);

}

*@DeleteMapping*("/{code}")

public void deleteCountry(*@PathVariable* String code) {

service.deleteCountry(code);

}

*@GetMapping*("/search")

public List<Country> searchCountries(*@RequestParam* String name) {

return service.searchCountriesByName(name);

}

}

**CountryManagementApplication.java:**

package com.example;

import com.example.entity.Country;

import com.example.exception.CountryNotFoundException;

import com.example.service.CountryService;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.boot.CommandLineRunner;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

*@SpringBootApplication*

public class CountryManagementApplication implements CommandLineRunner {

private static final Logger LOGGER = LoggerFactory.*getLogger*(CountryManagementApplication.class);

*@Autowired*

private CountryService countryService;

public static void main(String[] args) {

SpringApplication.*run*(CountryManagementApplication.class, args);

}

*@Override*

public void run(String... args) throws Exception {

try {

Country country = countryService.getCountryByCode("IN");

LOGGER.info("Fetched Country: {}", country);

} catch (CountryNotFoundException e) {

LOGGER.error("Error: {}", e.getMessage());

}

}

}

**Country.java:**

package com.example.entity;

import jakarta.persistence.Entity;

import jakarta.persistence.Id;

import jakarta.persistence.Column;

import jakarta.persistence.Table;

*@Entity*

*@Table*(name = "COUNTRY")

public class Country {

*@Id*

*@Column*(name = "CO\_CODE")

private String code;

*@Column*(name = "CO\_NAME")

private String name;

public String getCode() {

return code;

}

public void setCode(String code) {

this.code = code;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

}

**data.sql:**

insert into country (co\_code, co\_name) values ('AF', 'Afghanistan');

insert into country (co\_code, co\_name) values ('AL', 'Albania');

insert into country (co\_code, co\_name) values ('DZ', 'Algeria');

insert into country (co\_code, co\_name) values ('AS', 'American Samoa');

insert into country (co\_code, co\_name) values ('AD', 'Andorra');

insert into country (co\_code, co\_name) values ('AO', 'Angola');

insert into country (co\_code, co\_name) values ('AI', 'Anguilla');

insert into country (co\_code, co\_name) values ('AQ', 'Antarctica');

insert into country (co\_code, co\_name) values ('AG', 'Antigua and Barbuda');

insert into country (co\_code, co\_name) values ('IN', 'India');

![](data:image/png;base64,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)